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A. Problem statement
Air pollution is a critical issue that faces us as society today. It has been linked to
2.3% of all deaths in Australia and it alone costs the NSW government $4.7 billion
(26%) in healthcare costs alone. Although the costs of air pollution in the social,
economic and environmental spheres are well known, the government’s monitoring
strategy in the greater Sydney region consists of 15 monitoring sites for an area of
12 000km². Haze Watch aims to address this problem by crowd sourcing pollution
information. This is done by distributing an inexpensive pollution monitoring device
which sends pollution data to a mobile phone which uploads it to a remote server.

B. Objective
The objective of this thesis to design and build the smart phone application which will
Interface between the pollution monitor and the remote server. It is also to begin the
Field testing process and to analysis the quality of sub systems and to provide
Suggestions on improvements.

C. My solution
Mobile Application with UI development
Mobile Application with software development
Field Trials to establish Quality
Analysis of device
Analysis of application
Suggestions for improvement

D. Contributions (at most one per line, most important first)
A new intuitive user interface for mobile application
Two tunnel loss strategies to handle lost GPS signal
A network loss strategy to handle lost network signal
Field trial map planning and run, and analysis.
Analysis of device battery life and device
Analysis of Application location services
Analysis of Smart phone battery life
Analysis of effect on data from above issues

E. Suggestions for future work
Revision of Mobile device
Upgrades to application future proof application
Further field trials

While I may have benefited from discussion with other people, I certify that this thesis is entirely
my own work, except where appropriately documented acknowledgements are included.
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Abstract

Air pollution is a significant problem all around the world, over 26% of the NSW health budget is spent on air pollution related diseases and 2% of all deaths in Australia[1] have been linked with diseases of factors related to Air pollution. This combined with the fact that the government has 15 monitoring stations for an area of over 12,000 km²[2] shows that Air pollution is a serious problem that has not been seriously dealt with by the government or other parties. The Haze Watch project aims to rectify this issue by crowd sourcing pollution data. This is done through by distributing cheap exposure measurement devices to the community. These devices communicate with a phone and this phone uploads data to the HazeWatch server.

My thesis is composed of three sections. The first was to build the mobile application which would collect, calibrate and transmit data from the device to the server. The second to run field trials using the system and to see how well it worked and how accurate the system is, and finally I was to analyse the system for quality factors and to suggest improvements to the system.

I have successfully built the android application which communicates with both the device over bluetooth and to the server over the network connection. This application also provides timestamps and geotags in all situations and can handle various changes in the network state. The field trials using the device and application have shown a strong correlation between it and the commercial meter and has shown quite significantly that the major cause of air pollution and in this case carbon monoxide is traffic congestion. Finally the quality factors of this system have also been evaluated. The device can run for 56 hours before batteries need to be changed the worst case time between data gather point and location gather point is 40 seconds, and further quality factors can be found in the corresponding section. Improvements to this system can include creating

I have met the objectives that have been set out in my thesis. The application runs successfully, I have field tested this system extensively and I have analysed the system to find where its limits and where it excels. I have also suggested improvements to the system as a whole.
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1 Introduction:

Clean air is a critical natural resource that is fundamental to maintaining a safe and healthy life for not just humans but for every living creature. Unfortunately due to the industrialised nature of society air pollution is a significant issue around the world. In Australia alone between 100-1,500 deaths are directly linked to air pollution every year[3], and the NSW department of health estimates that it spends over $4.7 billion or 26% of its annual budget on treating air pollution related diseases and other factors[1].

1.1 Problem Statement:

Although the costs of air pollution in the social, economic and environmental spheres are well known, the government’s monitoring strategy in the greater Sydney region consists of 15 monitoring sites for an area of 12 000km$^2$[2]. Haze Watch aims to address this problem by crowd sourcing pollution information. This is done by distributing an inexpensive pollution monitoring device which would send pollution data to a mobile phone which uploads it to a remote server.

1.2 Thesis Objectives:

The objectives of my thesis are three fold.

- Design a Mobile Application:
  The HazeWatch project requires a mobile phone to interface the pollution device to the remote server. The mobile application must translate and calibrate the pollution data received and then timestamp and geotag the data before uploading it to the server. All of these functions must work accurately in all reasonable situations.

- Run Field Trials using the System:
  By building the mobile application the system will be complete and it becomes necessary to field test the system. This will show how accurate the system is as well demonstrate how well the system handles changing environmental conditions and from these trials we will be able to identify system wide issues.

- Analyse System Quality and suggest improvements:
  The final objective of my thesis is to analyse the quality of the system and its individual sub systems. By conducting experiments designed to test the limits of these sub systems we will be able to identify specific issues that may not otherwise evident. These issues can then be resolved by the improvements then suggested.
2 Background:

The background will cover four major areas. There will be a look at air pollution, the types, its causes and effects, followed by a look at current monitoring strategy and the background of the Haze Watch project. Finally there will be a look at the mobile platform that has been chosen for application development and finally an overview of modern quality management processes.

2.1 Air Pollution:

Air pollution is the occurrence of gases, particulates or other matter in the atmosphere in concentration that is harmful to humans and other living organisms, or in concentrations that can natural landforms or buildings[4]. Air pollution is a serious world wide issue that is set to worsen into the future unless steps are taken to resolve the issue.

2.1.1 Causes of Air Pollution:

Air Pollution is caused or worsened by a variety of factors both natural and man made. The natural factors include volcanic eruptions and bush fires as a primary source, while terrain plays a secondary role in worsening air pollution. Human causes of air pollution are a result of road transport, factories and other industrial processes.

Figure 1: Sources of Pollution (a. Volcanoes[5], b. Bush Fires[6] c. Factories[7], d. Cars[8])

2.1.2 Types of Air Pollutants:

There are many types of air pollutants. The Haze Watch project at the moment measures two types, Carbon monoxide and Nitrogen Dioxide. Both of these are gaseous pollutants and are produced as a by product of combustion. Therefore they are produced by all the major sources listed above.
Carbon Monoxide (CO): Carbon Monoxide is a colourless and odourless byproduct of incomplete combustion. Since combustion is a fundamental reaction undergone that is required for most sources of industrial activity. As such it is a common pollutant and is produced by automobiles, factories and from natural sources such as bushfires.

Carbon Monoxide in high concentrations is extremely toxic for human beings and other complex lifeforms as it combines with hemoglobin in the blood and the resulting product carboxyhemoglobin is unable to transport oxygen to cells around the body and this can result in death. Concentrations around 600ppm can result in coma, seizures and death.

Nitrogen Dioxide (NO2): Nitrogen Dioxide is a reddish brown toxic gas that has a sharp bitter taste. It is a byproduct of internal combustion and as mentioned earlier is caused by automobile use.

Similarly to Carbon Monoxide Nitrogen dioxide is a toxic gas that at low concentrations is an irritant and at high concentrations can result in death. Long term exposure to moderate levels of Nitrogen dioxide can have physiological effects such as decreased lung function and acute or chronic bronchitis.

![Figure 2: AQI Tables and Effects](image)

2.1.3 Effects of Air Pollution on Humans:

The effects of air pollution are wide and varied. However its effects on humans need to be seriously considered. According to the World Health Organisation 1497 deaths or 2.3% of all deaths in the year 2012 was linked to Air pollution related illnesses. These illnesses include, lung cancer and cardiopulmonary disease. Pollutants also aggravate diseases like Asthma and can worsen other respiratory problems. This trend is even worse in other countries as they rapidly industrialise.
Air pollution can also have a negative effect on man made structures. For example, excess carbon dioxide is filtered from the atmosphere through the formation of acid rain which dissolves calcium carbonate based structures. These include marble buildings like the Taj Mahal and limestone surfaced building like the pyramids of Giza.

2.2 Monitoring Strategies:

2.2.1 Current Strategy

The current monitoring strategy in the Sydney Region consists of 15 monitoring stations that cover 12000 square kilometers. They measure all of the above mentioned pollutants. The major issue with this measurement strategy is that it is inaccurate due to the poor spatial data collected.

This means that to cover the entire region complex mathematical techniques like interpolation have to be used which can be inaccurate due to the different
topographical and man made conditions. These can include the presence of hills, valleys, tunnels and airports. Further the measure used in Sydney only updates the information over an 8 hour period, leading to there not only being a lack of spatial data collection but also a lack of temporal data collection.

2.2.2 Haze Watch:

![Figure 5: Haze Watch System Overview][15]

The Haze Watch project began in 2010 with the aim to collect and provide localised and temporally accurate pollution data. This project consists of three modular stages, a measuring device, a mobile application that communicates between the device through bluetooth and to the server over a network connection. The final stage is the server, which collects, processes and analyses the data.

**Bluetooth Device:** The bluetooth device has gone through two revisions. The first model, used contained a metal oxide sensor and measured three gases, carbon monoxide, nitrogen dioxide and ozone. The device contained a basic microprocessor and a bluetooth module. This bluetooth module was used to minimise the cost of the device as it would be able to communicate to the server through a mobile application and the mobile network.

The second revision of the device was developed because the original device was not very sensitive. This new device used electro-chemical sensors which was not only more sensitive but had a linear calibration equation. This device
used a pic microcontroller to communicate between the sensor and the bluetooth module for the same reason as the original device.

![Bluetooth Device](image)

Figure 6: Bluetooth Device

**Mobile Application:** The mobile application is the first part of this thesis and interfaces between the bluetooth module and a web server. The application can access the location services, the timing functions, and cellular radios present on the device. By using these functions present on the mobile phone the cost of the device can be minimised because these services would not be needed on the said device. This mobile application was also required to translate the raw data into information.

As the device entered into its second revision this mobile application also had to be rewritten to communicate using an entirely new communications scheme as well as to create new strategies for handling the different situations that have arisen. This rewrite as mentioned forms the first part of this thesis, and analysing the quality of the application forms part of the second part of this thesis.

**Server:** The server collects the data from all of the devices through the mobile application. The server then analyses this data and provides a web interface which can serve pollution information. This includes a map of pollution information over time. The server will also provide the calibration constants of a device to the phone if the device id is provided.

2.3 Mobile Development Environment:

There are two major competitors in the smart phone industry. These are Apple with its Ios based devices and Google with Android. Therefore due to limited resources a choice had to be made upon which environment would host the newly developed mobile application which would interface the pollution device to the server. For the following reasons outlined below the Android operating system was selected.

- Majority market share:
  Android platform has a 63% share of the smart phone market and this is expected to grow as more people switch over to smart phones. [9]
• Wider Socio-Economic spread:
Android runs on low-cost smart phones as well as expensive phones and as such is expected to include a wider demographic of people. This leads to an even spread of data gathering locations as different socio-economic groups live in different areas.

• Lack of Access to Apple’s bluetooth stack:
Apple’s bluetooth application programming interface (api) is not publicly available and permission to access the api has to be received from Apple before developing ios applications using bluetooth.

Android programs are developed using the Eclipse IDE. The Android operating systems supported by this application are Android 4.0 (Ice Cream Sandwich and up) because the bluetooth stack on Android 2.3.3 (Gingerbread) and below do not support the serial port device bluetooth profile used by this device.

### 2.3.1 Previous Haze Watch Applications:

Two previous applications were developed at an earlier point in time for the old Haze Watch project. These applications worked with a previous version of the device and was not compatible with the latest device. The first application is very simple and is unintuitive as it requires the user to enter mac addresses of devices not found on the list. The second application uses a different method, and selects the serial port device from the bluetooth discovery list. This is problematic when there is more than one device.

The lack of compatibility and other significant shortcomings has required a complete redesign of the application.

![Figure 7: Niklaus Youdale’s[10] and Dawei Lu’s[11] Android Applications](image)
2.4 Quality Management:

Quality management is an integral part of any project. A product is considered to be of good quality when it is successful. However, success isn’t defined by completion. It is an ongoing process that only ends when a product’s life cycle is over. This means that traditional measures such as completion within the required parameters are not valid identifiers of success.

The above figure relates to the ISO 9000, which is a quality management for a process-based system. The ISO 9000 standard was created to help organisations meet the expectations of stakeholders. These stakeholders include not only consumers but also society, regulatory authorities, and other groups such as suppliers. By using this standard for analysis of the system, we can establish that the system is functioning accurately, efficiently and as per the users' needs.

As shown in the diagram above, customers or in this specific case the users of the system are present on both sides of the diagram which suggests that rather than being passive consumers they are actively involved in the design and development of the product. The input from users is fed into the product creation life cycle, where engineers implement suggestions as well as the hard requirements into the product. This product is then used by the consumers and their continued suggestions are fed back into the system for future product revisions.

The product life cycle is also of interest. It is a circular process rather than the traditional linear process of design and realisation. In this system management assigns resources to realise the product and although a product
will be delivered at this stage, there is another process which is to measure, analyse and improve the product, and the results are delivered to management who are then empowered to assign what resources needed for the future revision. To implement this cycle the most important factor is to measure and analyse the how the system performs.

In the Haze Watch project the analysis will be applied to the device, the mobile application, and the data that has been gathered. By breaking down the project into these three areas it will be easy to establish where the specific issues that exist lie and where the successes are and more importantly how these success can be leveraged as well how the issues inherent in the system can be resolved.

3 User Interface Development:

The user interface is an important part of any mobile application as its the first thing a user will see and interact with in an application. This means that a user interface must be comply with the standards of the platform it runs on, it must not be intrusive and it must be intuitive. The Haze Watch data collection application aims to achieve all three of these objectives.

3.1 Initial Designs:

The first stage of the design process was to come up with a design that met the above three criteria. The first design that was designed is outlined below.

![Figure 9: Initial Android Application User Interface](image)

In this design a home screen would initially open to greet the user, and it would hide the start up activity (in next section). When the activity completed it would open to the second screen in the image above and four options would be presented to the user. These are gather data, analysis, pollution map and a settings button. This design aimed to maximise efficiency by making available to the user all the functions that they might have needed. It was also a simple
layout with bright colours and featured the logos of both the Haze Watch project and UNSW.

Before this design was implemented it was decided that providing a driver with access to a map was not necessary, it added extra complexity which would not be used. Further to this the Android best practices guide disapproved of using a home screen. It recommended that users be able to access the UI functions of the application on launch and any background tasks should be conducted seamlessly and without affecting user behaviour.

The redesign is shown below.

The second design seen above was an attempt to fix the issues that were identified with the initial design. The first step was to meet the requirements of the Android best practices guide. Under this system a list view was used to give the options previously represented in buttons. When an item was clicked it would lead the user to a page which would display the relevant information.

This application is intuitive as on a touch it highlights the selected item and on click it launches a floating label with the button that has been selected. The application is also very easy to use as well because it only required a single click to launch the application. The issue with this application was it was deemed to have too many functions and another revision of the application was proposed. The above design was demonstrated in the Thesis A presentation.

The third design although not pictured took a highly minimalist approach. In this design a drop down list provided the options of which device to choose and the information was displayed after hitting connect. The idea behind this was for users to only see the application when they started the data gathering service. This application although simple, non-intrusive and easy to use, was
not considered user friendly or because there was no way to stop data gathering, it was also considered to be non-intuitive.

Further comments from users called for a more intuitive and user friendly application, which provide a real time data feed rather than just being non-intrusive. This resulted in the final design presented below.

3.2 Final Design:
The final design was an evolution of all of the above designs. It combined the intuitiveness of the second revision, while adding the non-intrusiveness of the third design and it added more information without creating a sense of information overload. This design also complied with the newest set of android design guidelines which was released after the old interface was designed. The design is shown below.

![Figure 11: Final Android Application User Interface (a, b)](image)

In the figure above, the first image (a) is the first thing the users see. The user has three options, to select the device id from a drop down list, a connect button so the user can connect the application to the device. The final option is the settings button. This button is placed in a way which will prevent inexperienced users from changing the default settings.

Part b in the above figure, shows the screen after the button has been pressed. It informs the user that it is waiting for device connection, current GPS coordinates, and finally device information. The user is constantly kept aware of what is happening.

In the below figure part d is shown if a bluetooth device can’t be found. The UI addition is a floating text box which informs the user that device detection
failed. When device detection succeeds part c is seen. This displays the calibration data for the device, the time, the location data and the location address. It also displays cards with pollution measurement. They are colour coded with blue indicating low values, green indicating medium values and red indicating high values. The latest value is also shown in a larger sized text.

Figure 12: Final Android Application User Interface (c, d)

Figure 13: Final Android Application User Interface (e, f)

Part e shows what happens when a user tries to access the application.
without enabling bluetooth, a network connection or a gps connection. This is to prevent useless data from being collected. Part f is what happens when the settings button is pressed, it creates a pop up window which shows the three setting that can be adjusted by the user.

This has demonstrated the major UI choices made, in the next few sections the application UI will be analysed to see how they meet the criteria that was set out above.

3.3 Final Design User Interface Analysis:

3.3.1 Compliance to Guidelines:

There is no set of concrete rules that must be adhered to in terms of UI design, that is mandated by any organisation. However Google provide a set of Android development UI guidelines\cite{13} that suggest the use of certain concepts when designing the user interface of an application. The major suggestions include not using an explicit menu button, using standard themes and icons and the back button must end an application, while the home must pause the application.

- **Menu Button:**
  The application I have developed does not make use of a menu button whether software or otherwise. However it explicitly uses an Action Bar which has been considered a more user friendly replacement for the menu button. It should be noted that this feature is only available in Android 4.0 and upwards.

- **Standard Themes and Icons:**
  The current application it uses a modern android holographic theme as the base for development. This puts it within the recommended thematic constructs of the Android operating system. To continue to make sure this application meets future changes, the application uses a cards based user interface with all data delivered in contextually similar cards. This is similar to Google's most actively developed applications like Google Now and it will ensure that the current trend towards a card based interface will be supported by this application.

- **Standard Button Function:**
  The device level back button is required to move back one activity or to kill a process if it is the base activity of that process. This is achieved in my application because a pop-up occurs automatically asking the user if they want to kill the process and the background service. The Home button has not been overridden and it pauses the user interface but not the background service. This is required for the correct functioning of the application.
3.3.2 Intrusiveness:

Intrusiveness is a qualitative measure about how much a user is annoyed by a design. As this measure varies by user it is challenging and impossible to provide a concrete scale to measure this concept. Hence the measure must be compared to a set of criteria. The first criterion is how often does the user have to interact with the application, the second is how many menus are present, and finally if the application needs constant attention from the user.

- **User Interaction:**
  The user in this application is only required to select the device id and press the connect button, all of the other options are preset and hidden away. This 2 step process is the minimum interaction the user is required to perform. This is superior to previous approaches which required manually entering the bluetooth MAC address into the application in the past application, or searching the bluetooth discovery list for a bluetooth device.

- **Number of Menus:**
  In this application there is only one menu which is the settings menu which has been preset and hidden away. This contrasts with the earlier versions and designs which have many menu options to select and further sub menus to access. The lack of menus in my application reduces the time the user has to spend with the application and as such does not feel that the application intrudes upon them.

- **User Attention:**
  This is different from the first criterion because the first requires interaction, this one only refers to attention. This application was built in a robust fashion so the user does not need to pay attention to the application while it is in operation. The application will provide alerts to the user on top of any other application that the user runs in a minimalistic way. This is done through floating text boxes that remain on screen for 5 seconds.

3.3.3 Intuitiveness:

Like intrusiveness, intuitiveness is a complex and qualitative measure. However there were some basic ideas that exist in design for something to be intuitive. These are the application should follow the standards already established by other applications, It should have clear information in regards to processes and whether the users need it, frequently used information should be at the top and there should be a logical flow of information and terminology should be consistent.

- **Established Standards:**
  As mentioned earlier this application does meet and follow the guidelines established by Google.
Clear and Concise Information:
This application presents floating text boxes when something happens in the background service that the user should be aware of, for example if there is a disconnection of the device before stopping the service or if no device could be found. In the main screen itself, the user is presented with information both verbally and visually by the presence of progress bars and an explanation on why the progress bars are running.

Logical flow of Information:
In terms of relevant user information, it is delivered in a considered and useful manner. The calibration data is hidden away from the user when the service is running as it is hardly ever required. However the location and time data which is more important than the exact value of the pollution data is shown at above the pollution data. With that same thought in mind it can be seen that although the exact value isn't needed an indication is needed. In this application the colour coded values blue for low, green for medium and red for high removed the need to read the exact values although these values are still provided. Continuing this notion of providing relevant information, the top most value is the most recent and this is emphasised by the large size of the text distinguishing it from the other values.

Consistent Terminology:
The terminology is also consistent as there is nothing that increases complexity. The terms unit id and settings are the only two words that the user interacts with. The user id has a matching term on the device itself, while settings follows its own definition.

3.3.4 User Feedback:
The greatest test for any application's user interface is to see how well it interacts with its users. Currently four people have used the application during field tests. Two of these people are external to the current Haze Watch project. The feedback was generally positive and there was no issue with how the application operated. Training the user to use the application was also an easy process as only one button is required to be pressed and again no complaints where received.

This application was designed on the basis of user feedback for earlier iterations of the application. This feedback consisted of increasing the number of progress bars and adding a way to completely stop the background process. These ideas from the users was implemented into the final design. No further improvements have been suggested at this time.
4 Mobile Application Development:

Developing the user interface is only one part of a mobile application. The majority of the work is conducted behind the scenes inside the application which provides the information for the user display as well as receiving data from the device and translating it and then uploading it to the server. The following flow chart outlines how the application functions as well showing the major blocks of the application design process.

![Flow chart of Mobile Application](image)

**Figure 14: Flow chart of Mobile Application**

In the image above, all of the two dimensional arrows indicate the creation of a new thread or process that runs asynchronously while the line arrows indicate information flow.

It can be seen from the chart there are effectively four areas of interest. These are the bluetooth interface, the translation and calibration of data, the location and time stamping of the data, and finally the upload to both the server and the user interface.

4.1 Bluetooth Interface:

The communication platform between the device and the mobile device is over Bluetooth. Bluetooth was chosen because it provides a one to one link between
the device and the smart phone without interfering with the network connectivity, and also because it was the cheapest wireless communications platform that is widely available. As there is no established standard protocol for Bluetooth packet structure, one had to be designed for this project. This structure had to pass all the required data from the device to the application. The design constraints imposed upon the packet structure and the communication method were:

- There was to be only one way communication, from the device to the mobile application.
- The protocol needed to be extendable to handle more than one sensor in future implementations.
- Must have some method to identify the version number of the packet structure and the identification of the device.
- The packet structure must be simple and easy to implement in the microcontroller of the device.

### 4.1.1 Bluetooth Packet Structure:

The Bluetooth packet structure is shown below.

![Bluetooth Packet Structure](image)

Figure 15: Bluetooth Packet Structure

This packet structure addresses all of the above criteria.

### 4.1.2 Error Checking:

The major issue with the first constraint that there should be only one way communication is that it limits the ability to implement common protocols like TCP over bluetooth which reduce errors. This meant implementing a method which dropped packets when errors are picked up. This occurs in this application by:

- Two byte start flag (Bytes 1 and 2) are always set to 0xFF and 0x00, and this combination will never occur in that order in the packet again. If it is picked up before end of the packet the packet should be dropped.
- Compare the unit id to the id that has been selected by the user, if there is a mist match drop the packet.
It should be noted that no cyclic check sum for error checking was implemented as one of the requirements was for simplicity in the bluetooth device and adding a cyclic checksum would not meet the requirements for simplicity.

4.1.3 Future Proofing:

The third byte contains the version id of the protocol. This is checked because there are two versions of the protocol, the older one does not contain this byte of information and therefore needs a separate function to handle it. By integrating this byte of data into the system it allows for the system to be future proofed and prevent further hard coding. The next two bytes make up the unit id which is unique for every device and allows up to 65,000 devices. This allows the protocol to be future proofed.

4.1.4 Message Handling:

The body of the message contains one byte to signal the type of gas and two bytes for the pollution value. This value is a 10 bit number and is divided such that the first 8 bits are found in the first byte and the last two are found in the second data byte. To add more gases to this tool all that has to be done is to repeat the body segment.

As the receiving platform was Android a quirk of the java platform has to be noted. In java, all bytes are signed and this is a significant issue when trying to deal with bytes of data and conversion to integers will see this sign to flow through to the integers. To avoid this the msb (the first byte) and lsb (the second byte) must be bitwise anded with 0xFF and then cast to an integer. This integer value is then for the msb bitshifted to the left by 2 and the lsb is bitshifted to the right by 6. These numbers are then summed for the final result of a ten bit number expressed as an integer (4 bytes). The process is shown below.

**Algorithm 1**  Recombining a ten bit number in Java

Beyond this the bluetooth connection is established on a separate thread using a handler for interrupts. This allows for a logical flow of the code and also prevents conflicts to access the data received by the mobile phone. A feature of modern smart phones is that most processes including bluetooth services are paused when the screen is turned off. To avoid this wakelock permissions to the CPU are provided to the application. This prevents the phone from pausing this
service and allows for the application to continue operating while minimising the major cause of battery drain, the screen.

4.1.5 Testing and Implementation:

This protocol was implemented successfully, and the results of test can be seen in the figure below.

Figure 16: Print Out of Packets

In the above image the brackets are placed around the packets as they are received from the Bluetooth buffer, these packets are based on an older system than the one currently implemented. The above figure shows a numerical printout of the bytes. The negative values are a result of the bytes being signed in Java. This means that a byte with a value of 255 is equal to -1. Beyond this issue the collection of data shows that a Bluetooth connection has been established and data is being received.

The issue is that the Bluetooth packets (shown by the square brackets) being received are not the same as the standard above. This is because the packet structure defined is layered on top of the Bluetooth communications protocol packets and this will break up the Haze Watch packets to fit into the packets sent by the Bluetooth module. This means that the application must treat the incoming data as a stream rather than just checking that a packet came in, and it must recombine the received packets. When this is done it can be seen that packets resemble the standard established earlier.

The major issues picked up during this tests where that the Android 2.3.3 and below do not connect to the device because the Bluetooth class id is set as a serial port device, hence Android version 3.0 and up had to be used. The second issue is that the device had connectivity problems that occurred in a random fashion. This is a quality issue and can be found in the analysis of device quality section of this report.
4.2 Timestamps and GeoTags:

Timestamps and GeoTags are required to make the pollution data collected by the device useful to server as it will allow it to identify and analyse the data with respect to location and time. The requirements for these two things are listed below:

- The timing and location services must be accurate
- These two services must operate at all times.
- The User must be provided with the location and time data.

The time stamping is a simple procedure as there are basic functions available as part of the java libraries and it does not require a network connection or any specialised hardware. On the other hand there are three methods for geotagging. These are using the inbuilt GPS, using the location services provided by the mobile network connection and finally using the wifi location services. The chosen option was the GPS as accuracy is critical for geotagging and a hard requirement. However there are shortcomings with this method chief of which is that when there is no signal there will be no location provided, for example in a tunnel. It was therefore necessary to develop an algorithm to handle this issue. As part of this thesis two systems were developed and are outlined in the two sub sections below.

4.2.1 Direction and Speed based location detection:

The first method that was implemented was direction and speed based positioning. This system used one minutes worth of past data to calculate the speed at which the vehicle was moving and also the direction it was going in and interpolated that information in a linear fashion when the GPS signal was lost. The result of this algorithm functioning in the Cook’s River and M5 tunnel is below.

![Figure 17: Direction and Speed Based positioning in the M5 tunnel](image-url)
As seen in the above figure this method is not very accurate. The light blue line is the M5 tunnel while the yellow line is the approximation when approaching the tunnel from the city, while green is approaching tunnel from the south west. As it shows this algorithm fails to be accurate when there is a sharp deviation before the entrance or if there is a sudden change in the speed from outside the tunnel to inside the tunnel. The final issue with this strategy was that if the speed changed in the tunnel and the car spent more time and consequently more data points were gathered these points would continue to extend beyond the limits of the tunnel. These shortcomings made this strategy untenable as it failed to satisfy the requirements to be accurate.

4.2.2 Endpoint based linear interpolation:

The strategy that was implemented was the endpoint based linear interpolation. This strategy involved recording the start points and every value gathered in the tunnel until the endpoint of the tunnel is reached. At this point the difference between the start point and endpoints is taken and divided by the number of observations. This gives the average distance traveled between each observation and allows for a linear approximation of the tunnel which is limited by the tunnel endpoints and thereby provides a better approximation than the previous method.

![Figure 18: Endpoint based positioning in the M5 tunnel](image)

The issues with this method again is that it is not perfectly accurate but for the purposes of this application it is accurate enough, secondly this modifies the notion that this application is a pass through between the device and the server, since initially the idea was for this application to be a dumb repeater. Finally the implementation of this system is more complex than the earlier system.

However as accuracy was more important for this component this algorithm was implemented.

4.2.3 Location Look Up:

Although the GPS co-ordinates provided by the above sections are understandable by machines and those who have experience with maps, it is by no stretch of the imagination easy for human use. Hence an address reverse look up task was implemented to show the user the address of the location from where the
data was collected. This is a Google specific function which uses the Google maps api. This is seen in the earlier figure where the address is provided rather than the the gps co-ordinates. This also satisfies the third requirement as well as satisfying the earlier mention notion of intuitiveness.

4.2.4 Testing and Implementation:

The results of the implementation of the two strategies can be seen above for location detection. Testing the implementation of timestamps was a simple process as the date and time value can be retrieved as a string from the date function. This test was successful.

To test the GPS tunnel implementation without running field trials, external software called FakeGPS was used. This software as the name suggests provided false gps co-ordinates and by using these signals it was possible to test the implementations.

4.3 Calibration and Translation:

The pollution meter provides uncalibrated values and the server expects calibrated values, hence it falls to the mobile application to calibrate the values. The requirements for this section are set out below.

- The two byte result from the bluetooth module must be converted to a floating point value that measures the gas in parts per million.
- The data must be accurate.
- The calibration data may change and this should not require the application to be changed.

4.3.1 Calibration Equations

The pollution meter transmits a 10 bit integer that represents a quantised voltage value and before it can be used in any meaningful way into needs to be turned back into the voltage value (Vout) and then into the parts per million value through the calibration equations. These equations are shown below.

**Algorithm 2 Calculating Vout**

\[ V_{out} = \left( \frac{x}{X} \ast V_{ref} \right) \]

Where:
- Vout is the Output Voltage.
- \( V_{ref} = 5V \) a constant.
- \( x \) is the 10 bit number.
- \( X = 1024 \) a constant that is the max value of \( x \)
In the calibration equations below there are two constants \( S_g \) and \( A \). \( S_g \) indicates the sensitivity of the of the gas sensor while \( A \) is the offset. These values were found through experimentation by Judy and the table provided is the results of her work[14].

**Algorithm 3 Calibration Equation**

\[
G(\text{ppm}) = \frac{1}{S_g} \left( \frac{V_{out} - V_{ref}}{R_{gain}} - A \right)
\]

Where:

- \( S_g \) is the sensitivity of the gas sensor.
- \( V_{out} \) is the Output Voltage.
- \( V_{ref} = 5V \) a constant.
- \( R_{gain} = 100K \).
- \( A \) is a standard offset.

In the table below, the \( S_g \) and \( A \) values have been given, however it is expected that these values will change over time and as such the calibration numbers will change and these should be used as a guide only. In the application these values are not hard coded rather they are downloaded from the server when the application is started this way the no change to the application is needed when the calibration values change.

<table>
<thead>
<tr>
<th>Sensor #</th>
<th>Sensitivity (Sg)</th>
<th>Offset (A)</th>
</tr>
</thead>
<tbody>
<tr>
<td>CO 1</td>
<td>73.99</td>
<td>-99.29</td>
</tr>
<tr>
<td>CO 2</td>
<td>68.33</td>
<td>-69.541</td>
</tr>
<tr>
<td>CO 3</td>
<td>75.61</td>
<td>-79.126</td>
</tr>
<tr>
<td>CO 4</td>
<td>72.24</td>
<td>-88.667</td>
</tr>
<tr>
<td>CO 5</td>
<td>65.486</td>
<td>-94.654</td>
</tr>
<tr>
<td>CO 6</td>
<td>79.641</td>
<td>-85.714</td>
</tr>
<tr>
<td>CO 7</td>
<td>72.333</td>
<td>-105.94</td>
</tr>
<tr>
<td>NO2 1</td>
<td>290.58</td>
<td>-6.5014</td>
</tr>
<tr>
<td>NO2 2</td>
<td>335.39</td>
<td>48.77</td>
</tr>
<tr>
<td>NO2 3</td>
<td>459.12</td>
<td>21.915</td>
</tr>
<tr>
<td>NO2 4</td>
<td>374.94</td>
<td>60.384</td>
</tr>
<tr>
<td>NO2 5</td>
<td>608.99</td>
<td>204.55</td>
</tr>
<tr>
<td>NO2 6</td>
<td>432.63</td>
<td>46.98</td>
</tr>
<tr>
<td>NO2 7</td>
<td>567.25</td>
<td>206.98</td>
</tr>
</tbody>
</table>

Table 1: Calibration Constants

**4.3.2 Implementation:**

The implementation of the calibration and translation functions have successfully implemented in the application and they meet the above criteria.
• Conversion of Bytes:
As mentioned in the bluetooth the bytes have been converted into a 10 bit integer. This 10 bit integer is a value between 0 and 1024. Due to the design of the bluetooth module the integer actually falls in a range between 512-1024, and for CO 512 is equal to 0 ppm, while for NO2 1024 is equal to 0. This means that the function had to be flexible to deal with both cases. The above calibration equations where implemented and an issue that arose was that the calibration constants need to be multiplied by 10E-9.

• Accuracy:
The electrochemical sensors are analogue and continually vary its current depending on the level of pollution and the microcontroller samples the sensor at 10 Hz and transmits the data over bluetooth at the same rate. The issue is that this may have momentary spikes at a point in time which may be an inaccurate reading. To resolve this and improve accuracy, the values are averaged over a ten second period which consists of a 100 samples. This smooths out any momentary changes.

• Application Flexibility:
The calibration constants are stored on a server and at application start these values are downloaded from the server. Therefore the values can change in the server and these changes will flow to every single application ever deployed. This allows for flexibility.

4.4 Upload to Server:
The final thing the application must do is to upload the information collected to the server. The requirements for this section are set out below.

• Uploads must occur regularly.

• Uploads must be in the standard XML format so as to be accepted by the server.

• Method to handle network loss.

4.4.1 Regular Uploads:
The application uploads the data every 10 seconds through an asynchronous task. This is because the upload process can take a long time depending on the type of mobile network available, as it requires a http connection to be established. Furthermore by doing it asynchronously it avoids other processes from being interrupted such as the aggregation of pollutant values. The algorithm used to send data is rather simple and shown below.
Algorithm 4 Asynchronous Sending Algorithm

```java
private class sendfiles extends AsyncTask<String, Void, String> {
    protected String doInBackground(String... urls) {
        String result = null;
        String xml;
        HttpClient client = new DefaultHttpClient();
        HttpPost request = new HttpPost(URLEncoder.encode(urls[0], "UTF-8").getBytes());
        HttpEntity entity;
        try {
            request.setEntity(new UrlEncodedFormEntity(new NameValuePair("xmlstring"))); //Set value name and data to send
            response = client.execute(request);
            BufferedReader br = new BufferedReader(response.getEntity().getContent());
            while ((xml = br.readLine()) != null) {
                Log.f("log", xml);
            }
        } catch (IOException e) {
            e.printStackTrace();
        } catch (Exception e) {
            e.printStackTrace();
        }
        if (txtsave.isEmpty()) { //Send saved data from network loss
            read_send(SNDT, 1); netinfo = false; setfile = true;
        }
        if (tunnel_save) { //Send data from GPS loss
            tunnel_send = false;
            read_send(MNTD, 2);
        }
        return result;
    }
    protected void onProgressUpdate(String) {
    }
}
```

4.4.2 XML format:

The second requirement is that the data must be transferred in XML format. This is an established standard for data transfer over networks and was the only way to provide the server with data. This was established with the XML library that is available in the standard Android libraries. The output of the XML function is a string that looks like the figure below. The XML contains all of the relevant data including the device id (group id), the pollution data, the location and timestamp, and the gas type.
4.4.3 Network Loss:

The final requirement is to handle network loss. This is an essential requirement because the network can drop out at various locations due to coverage issues. This problem is extremely significant in rural locations or in areas of low coverage such as indoors or with certain telecoms. This is a significant issue as seen when over 20 minutes worth of data was lost when the mobile network dropped out.

The strategy used is to check if the network is available before sending the data and to send it if it is available. If it is not available the data is saved.
to an internal file and sent when the network connection returns. This system has performed very well and there has been no issues once the system has been implemented. The successful system implementation is shown below.

![Map Image]

Figure 21: Missing Data and first tunnel algorithm

4.4.4 Testing:

The application has successfully uploaded data to the server. This could be tested by remotely logging into the server and looking at the database. By doing this the exact data uploaded could be seen and any missing data sets could be identified. After repeated testing it was seen the application functioned well even when tested for more than an hour or so. An example of the test is seen in the figure below.
5 Field Trials:

Although each component of the system has been demonstrated to work, the system needs to be tested to see if it meets the objectives of the haze watch project. As mentioned in the background the objectives of the Haze Watch project was to crowd source pollution data, by providing cheap devices to the general public. However before data can be collected from the general public, tests have to be run to establish if the system can suitably show that it meets a set standard in the following criteria.

- **Accuracy**
  Accuracy is measured against a commercial meter which is guaranteed to be accurate in relations to concentrations above 5ppm.

- **Robustness**
  The robustness of the entire system needs to be seen and whether it can handle different weather conditions as well as other factors.

- **Usefulness**
  The third criteria is to see if the collected data is useful, otherwise users will have no incentive to use this product.

5.1 Trial 1: Bunnings Run:

The first full test for the system was a trial run from Holsworthy to Bunnings in Balmstown on the 2nd of April 2013. It was a test to see if the system was working. The result of the test if the basic location services were working and to see how the device and the application functioned during use. The route and a visual representation of the results is shown below.
5.1.1 Observations:
The observations drawn from this test are below:

- The maximum time between readings should be around 10 seconds. This is due to the fact that the vehicle covers significant distance in that time and not enough readings can be taken for the system to meet the requirements for accuracy.

- The positioning and timestamps for non-tunnel situations work correctly and data was uploaded to the server.

- There is a period where data has not being gathered, this is due to the device pausing the background service.

- The data values are unusually high.

5.1.2 Analysis:

- Accuracy:
The values are unusually high because the device had not been primed for 8 hours before the field trial, hence it does not effect accuracy. However the location and time values are correct and the values being received by the server are the same values that are being sent by the phone indicating that the system works as expected.

- Robustness:
The system failed the robustness test because it stopped gathering data during a period of time when the phone screen was off. The reason for this is the Android operating system pauses applications unless they have
permission to run. This CPU wake lock permission was provided and the system functions as expected.

- Usefulness:
  This criteria was not being tested for, however since the device was not primed for the required 8 hours the pollution data cannot be used.

5.2 Trial 2: Liverpool Run:

The second major trial was undertaken after the device was primed for 8 hours, on the 2nd of May 2012. It ran from Holsworthy to Westfields at Liverpool. The aim of this test was to confirm the previous test analysis regarding maximum time limits as well as location data and also if the values could be useful. The figure below shows the route and CO visualisation. The route is in black, and the return route is in red where it deviates from the route. This test occurred to address the issues in the former test as well as a trial run to the first official test.

![Figure 24: Trial 2: Holsworthy to Liverpool Westfields](image)

5.2.1 Observations:

- Data seems to be missing over significant sections of the route, with map only showing 15 points. However more than 15 values available on server, as seen in figure below. This suggests an issue with the server from this test.
Figure 25: Trial 2: Holsworthy to Liverpool Westfields

- Location and timing work correctly.
- No location services in Westfield's parking lot.

5.2.2 Analysis:

- Accuracy:
The only values missing are on the map and not in the server so the only issue is with the visualisation tools, more tests need to be run to see why this issue occurred. Other than that the 10 second limit is providing accurate readings. Higher readings are seen in enclosed spaces. The major
issue with accuracy is to do with the lack of accuracy in the location services in the enclosed spaces. Therefore in this case the system has failed in the accuracy tests.

- **Robustness**
  The system passed the robustness test in this situation because it did not fail to upload data when the screen was off. The only issue was with the pollution visualisation tool which did not function as expected. As a peripheral tool of the Haze Watch project it does not indicate a failure of the system. This is further enhanced by the fact that the server has received all of the uploaded data.

- **Usefulness**
  The data as the system has been primed can be useful to users, except in tunnels. As this criteria was not explicitly tested for no opinion will be given for this test on whether the objective was achieved.

### 5.3 Trial 3: UNSW to Port Botany circle:

The third field test was the first official test as conducted by the current Haze Watch team. It was conducted on the 3rd of May 2013. The method of the test was to have the subject carry a yellow monitor and drive on the red route while a second person the monitor holder would drive on a second route. The aim of this test was to demonstrate that pollution values would be similar across similar roads.

The two routes and the pollution visualisation is shown below.

![Figure 26: Trial 3: Circle from UNSW to Port Botany](image-url)
5.3.1 Observations:

The results to this test was graphed as the device had been primed for the eight hour period. The graph is shown below.

![Graph of UNSW to Port Botany circle route](image)

Figure 27: Trial 3: Graph of UNSW to Port Botany circle route

These observations drawn from these results include:

- Low Pollution values around the Port Botany area, with notable exceptions at the Airport and at the cross street between Foreshore Road and General Homes Drive.

- Two sharp spikes indicating that the subject was exposed to a heavily polluting vehicle.

- No correlation between the two data sets.

5.3.2 Analysis:

- Accuracy:
  The pollution values recorded at the points are most likely correct and the location data has functioned perfectly. Hence accuracy is satisfied.

- Robustness:
  No data was lost and there was no issue with the system or the peripheral services which meant the issue in field test 2 could not be recreated.

- Usefulness:
  The data suggests that the original aim of predicting pollution on a close by road by knowing the value of a road is incorrect. It suggests that pollution on roads is highly localised. This is backed up the two spikes
that occurred while following polluting vehicles. However it could also mean that the device isn’t calibrated properly, this will be checked in the next field test. This means that the data is useless for this purpose hence the usefulness test has not been successful.

5.4 Trial 4: Sydney Loop:

The fourth field test was a loop around Sydney where both the commercial meter and the bluetooth device was on the same car. This test was conducted on the 17th of May 2013. The aim of this test was to show that the Haze Watch device was accurate and matched the commercial meter. It was also to test the tunnel location strategy. The result for the pollution visualisation is below.

![Figure 28: Trial 4: Pollution Visualisation of the Greater Sydney drive](image)

The pollution visualisation doesn’t show the values of the commercial meter hence the graph below was generated to show the values of both the commercial meter and the values from the server.
5.4.1 Observations:

The observations from the above two figures indicate:

- The location system in tunnels is very inaccurate. The only reason issues were avoided was due to the size of the route.
- The system has worked in all situations, even in places where previously there was a network failure.
- There is a very good correlation between the commercial meter and the bluetooth device.

5.4.2 Analysis:

- Accuracy:
  The tunnel algorithm was inaccurate and therefore the second strategy has to be implemented. However since both the device and the commercial meter at the same location at the same time location is not important to the test and the data needs only be mapped by time alone. The data correlation indicates that the meter is working correctly. Furthermore from the data it can be seen that pollution is not only high inside tunnels but also on congested roads suggesting that it may be possible to predict pollution based on congestion. However it may also indicate that pollution could be predicted from temporal displacement.
• Robustness:
  This criteria has been completely satisfied, as the system is completely working.

• Usefulness:
  The data is suggested to be highly accurate and it is useful. However more tests need to be done if it is to be seen if it can be used for prediction.

5.5 Trial 5: Temporal Displacement around Sydney:

The fifth and final trial conducted during my time with the Haze Watch project was to see if a temporal prediction could be made. This involved driving with the bluetooth meter around the same route an hour before the subject carrying the commercial meter and an hour after the subject. By doing this it was hoped that there would be possible to show a relationship between CO and time. This test was carried out on the 26th of May 2013 and involved all of the members of the Haze Watch team. The two runs have their pollution visualisation maps and the corresponding graphs below. In the third graph the purple line is the prediction and the green line is the commercial meter value.

Figure 30: Trial 5: Temporal Trial (a. 1st Round, b. 3rd Round)
Figure 31: Trial 5: Temporal Trial Graphs (a. 1st Round, b. 3rd Round)

Figure 32: Trial 5: Temporal Graphical Prediction and subject run
5.5.1 Observations:
The observations that can be gleaned from all of the above maps and graphs are:

- All of the points are very accurate, and the tunnel location problem has been resolved.
- The pollution values change significantly at different times.
- There is little correlation between the subject data and the trial runs as evidenced by the third graph, other than in tunnels.
- Traffic congestion was different at different times, the start of the subject run was similar to the 1st run conditions, while the latter half was similar to the second run.

5.5.2 Analysis:

- Accuracy:
  As seen from the third graph temporal prediction is not very accurate. This suggests that pollution is not a function of time. However the correlation noticed in trial four with regard to congestion occurs here as well. For instance in the first run the M5 tunnel pollution values are much closer to the subject run. These times also had similar congestion levels as well, similarly the Epping road and the harbour tunnel congestion was similar over the second run and the subject run. The pollution levels are correspondingly similar. Hence it suggests that traffic congestion may be the major cause of pollution.

- Robustness:
  This system ran perfectly the tunnel estimates are accurate and there was no failures in uploads.

- Usability:
  The system is usable for people who carry devices at this point in time.

5.6 Field Trials Conclusion:

From the field trials conducted thus far, it can be concluded that pollution can be predicted based on time on a very inaccurate basis. However the thought has arisen that it may not be the time that is most important but the level of congestion on the road. With this factor in mind it may be possible to predict pollution levels at similar congestion levels more accurately. This hypothesis needs to be tested in further field trials, to establish if this is the case although all indications point to it being so.

The system otherwise has shown to perform in real world conditions and is currently a useful tool to measure the current levels of pollution at a location. As such this system has met the requirements that were originally set out for success of being accurate, robust and useful.
6 Quality Analysis:

It has been shown that the system as a whole is successful. However a system wide analysis does not reveal issues with the individual components of the said system as other components of the system can cover up the weakness of a component. Hence the quality of each component of the system must be looked at to find where it weaknesses are. By doing this we will be able to see when something is wrong and where something will go wrong before it does. This will errors and the negative externalities that arise when things go wrong.

The components that will be looked at in this system is are bluetooth device, the mobile application, and the data collected. By analysing this three key components we will be able to see how things can be improved as the Haze Watch project progresses.

6.1 Device quality Analysis:

The device has three major areas where quality analysis needs to be conducted in. These are as follows:

- The Battery Life:
  Battery Life is a major concern as this device is being handed to the public and it will be of great convenience if they have to constantly change the battery.

- Device Priming:
  The device priming is to test when the device sensors settle down to an average value.

- Bluetooth Connectivity:
  The bluetooth connection is critical to the application and it will be analysed in detail.

6.1.1 Battery Life:

The battery life of the device is one of the most important measures possible. It will give us concrete time limits for how long the device can be used for and allow future planning for device use. To test this devices where given fresh batteries and connected to android devices to measure pollution. At intervals the battery voltages and time where recorded. This can be seen in the figure below.
In the figure a red line is drawn at the 5V mark which corresponds to about 56 hours. This is regarded as the battery life because after this point the voltage received by the electrochemical sensor will fall in line with the changing battery voltage this will cause the value outputted by the sensor to change as the reference voltage is now no longer constant. As such there will be an error in the readings after the 56 hour mark. This is a fault with the device that needs to be addressed.

6.1.2 Device Priming:

The electrochemical sensor takes time to warm up and it varies by how long the device was inactive for. The graph below demonstrates this.

Figure 33: Battery Voltage vs. Time

Figure 34: Battery Voltage vs. Time
From the graph it can be seen that leaving the device inactive for a month makes the sensor lose its sensitivity and ultimately has a worse case settling time of 8 hours. Continued use means that the time taken for the sensor to settle actually falls. This suggests that the device should continually be used otherwise it will take a long time until it becomes usable.

To resolve this issue the designer of the circuit, Matthew Kelly had left the analogue circuit to be always on if the batteries where connected. This would have been fine however there was an issue in which the digital circuit would draw current and keep itself on. This resulted in unusual behaviour by the bluetooth module and battery life was severely impacted as seen above.

6.1.3 Bluetooth Connectivity:

Bluetooth connectivity is critical for the device to function correctly as its required to interface to the smart phone application to the server. However the issue is that the device does not occasionally connect to the smart phone. Why this issue arise is unknown, however the hypothesis is that the bluetooth module has not been connected properly. Advice from a former Haze Watch member has been provided who suggested to reconnect the connections as per his drawings. This must be done in the next revision of the device.

Until that time, analysis and experimentation has shown that the following methods will help resolve the issue.

- Turn the device on and jiggle the battery for a temporary disconnect.
- Turn the Android bluetooth connection on and off
- Wait for a few seconds or until the red LED turns off

These methods are all empirical in nature. Appendix A contains a copy of the email sent by James Carrapetta which outlines the probable issue.

6.2 Application Analysis:

The application which was developed as a part of this thesis needs to also be analysed because it is a critical component of the system. The Application as mentioned earlier has a few key areas that need to be explored, these are as below.

- The Battery life of the smart phone
  The battery life of the smart phone is very important as the user will most likely use the smart phone for other purposes than just as an interconnect between the device and the server.
- Time between Location and Value Updates:
  It is important to know the time difference between location and value updates because this affects accuracy, a large difference means that the location at which the reading is taken is completely different to where it really occurred.
• Accuracy of location:
The final stage looks at the accuracy of location, mostly when the GPS signal is lost or not available.

6.2.1 Battery Life:
The battery life of a smart phone while running the Haze Watch application varies with the type of the type of smartphone used. The two types tested where Google’s Nexus 4 and Samsung’s Galaxy S3. The S3 has a larger battery and a longer battery life than the Nexus 4, when not running any application however both contain 2100 mAH batteries.

The test of the Nexus 4 battery life was part of the fourth field trial highlighted in this document. To get accurate battery statistics an application called better battery stats was used. This when combined with the onboard usage analyser helped show the values. The graph below shows how both phones performed while running this application. This test did not consider the user using any other application while the Haze Watch process was running.

![Graph showing smart phone battery life](image)

Figure 35: Smart phone battery life

The bottom axis is time while the left axis is percentage battery life. In this test it can be seen that the Nexus 4 falls to 10% in 2 hours while the S3 falls to 15% in the same period of time. This is unfortunately very battery heavy. The major drain if the screen is not on the usage of the GPS and mobile network connection.

An option to minimise this would be by implementing timed sending whereby data is saved and sent at only one point in time. This would effectively reduce the network connectivity required for the application to run. The other is to implement another location strategy, and will be discussed in following sections. As the device is mounted on a car and the smart phone would be in the car, the best way to resolve the 2hr battery life issue is to plug the phone into the
12V DC output of the car through a mobile phone charger. This will prevent the phone running out of battery and keeps it charged while receiving information. This solution was implemented by the Haze Watch team when running the other field trials.

6.2.2 Time between Location and Value Updates:

This is a measure of how long it between the pollution value updating and the location value updating. This is significant because as mentioned earlier the difference if significant means that the pollution values are recorded in the wrong areas and one of the objectives of the Haze Watch project is to provide accurate data. What was found however was that the initial co-ordinate discovery time is always significantly different to every other case. As such two graphs have been used to show this factor.

![Initial Location Update Time](image)

Figure 36: Initial Update Time

The initial update time is concentrated around the 10-15 second mark, this is expected as the GPS listener update every 10 seconds and a quirk of the platform seems to be that when set it waits an entire cycle before updating. This is avoided when another application has already set the GPS listener and this is reflected in the high number of 2 second initial calls. The 20s -40s values suggest that the GPS has not been set and the application is waiting for the GPS to set itself. This is most likely due to a lack of access to the GPS satellite signal.

The non-initial case is shown below. It is much better behaved than the initial case because there is no possibility of the GPS being a null value.
The non-initial update time is mainly around 100mS. This means that for a car travelling at 100km/h the worst case offset between the pollution value and the location data as a distance is only about 2m. It is highly unlikely that pollution values will change over such a short distance. The graph also shows a significant reading for the 1second mark, with the GPS taking a second to update on 10 updates. This is because of the tunnel or locations where GPS was not available. The code inherently waits for a second for the GPS to update before it moves on.

As such the worst case scenario is either 1 second or 0.1 seconds depending on the scenario.

### 6.2.3 Accuracy of Location:

The final thing to be looked at is how accurate the location is. With GPS being enabled and with working satellites it is assumed that GPS is accurate to within 3-10 metres depending upon terrain and weather factors or even being inside buildings. As such this needs to be tested. An experiment was conducted on Friday the 31st of March 2013 to see what would be the worst case scenario of the pollution meter running inside a building. Although this does not establish a concrete worst case scenario it establishes an empirical worst case scenario. The result is shown on the pollution visualisation map below.
In the above figure this is the worst case situation as any further obstacles would lead to a loss of signal. Hence experimentally the worst case error that we can calculate can be set at around 70 metres. This is an absolute worst case and in general operation on the roads the worst case is well within the 3-10 metre official range. To derive this worst case a Nexus 4 was used, however different phones due to different architectures may have different results.

The second case to look at accuracy is what happens when the tunnel algorithm kicks in when GPS is not available. In this case the worst case can be any value because all it does is draw a straight line between the start and endpoints. In a real life situation on a road the largest curved tunnel in Sydney is the M5 tunnel and the worst case error in that situation is 300 metres. However on tunnels which are straight this error is minimised significantly and the strategy is continually successful. The figure below demonstrates this issue.
There is a solution to fix this issue. This is known as dead reckoning. The idea is to use the in-built accelerometer and gyroscope, and use the past best known position to estimate the current position. This strategy has been implemented by experimental autonomous vehicles. However the pay-off this strategy may not be high enough to warrant further investigation, as currently the worst case error is not approached unless in the M5 tunnel.

6.3 Data Quality Analysis:

The final area of analysis is the quality of the data, and this is important to know how much error there is in the data when its uploaded to the server. The important areas for analysis because the data can be affected by a range of factors. The major issues are as follows:

- Effects of Low Battery:
  As mentioned earlier the low battery life of the device will change the input and reference voltages of the sensor hence causing errors.

- Data Bounce:
  The data varies considerably below 5 ppm and continually bounces and this needs to be analysed.
6.3.1 Effects of Low Battery Life:

The device as mentioned earlier does not provide battery information to the mobile application, and the calculations are based on the assumption that the device will continually operate at 5V but as seen in the battery life (Appendix B) report this is not the case as the voltage regulator, low voltage output is not utilised in the design of the device. As such analysis had to be undertaken on what the worst case for the data would be. This is shown in the figure below.

![Graph showing PPM Error at different Voltage Levels](image)

**Figure 40: Error at different Voltage Levels**

As seen in the graph there is a divergence between the real value found at 5V and the value found at 2.7V. This divergence is significant as it indicates the error in the system. Since the drop out voltage is 2.7V this means that this error is the worst case. In this case the best case error is 0% and the worst case is 46%. However the error increases at a logarithmic rate as shown in the graph below and further explained in the report in Appendix B.
As seen in the above graph the worst case error can be assumed to be 46% throughout because of the steep climb at the start. This means that using the device after the 56 hour mark is inadvisable as accuracy is a major concern and this error rate is unacceptable for that purpose.

To resolve this issue I would suggest redesigning the board to send battery information to the mobile application, thereby allowing for on the fly changes in Reference Voltage data, leading to a more accurate data and a device with a maximum battery life of over 126 hours.

6.3.2 Data Bounce:

This issue is not as significant as the above issue however it needs to be examined because it affects the accuracy of the data. This bounce in the data is evident at low values while it does not occur at high values above 5ppm. This is also unfortunate because the commercial meter can not detect concentrations below 5ppm, and hence it is not currently possible to know if this bounce is a reasonable statistic.

It should be noted that the pollution meter values are averaged over a 10 second period or more specifically over a 100 samples to arrive at the values displayed on the above figure. This strategy should eliminate momentary spikes that are clearly errors although it may not entirely eliminate large spikes. As
such a better calibration method is required to find out if this is constant vari-
ation is an issue or not.

7 Recommendations and Future Work:

As seen from the above analysis there are areas where improvements can be
made. These improvements are part of the cyclical quality management system
as it a step in the continual improvement in the system. The areas that can
be improved in are all three sections of the Haze Watch project, these are the
Device, and the Android application. In terms of future work an area that needs
to be looked at is running more field trials and continued system analysis.

7.1 Recommendations for the Device:

The device needs to go through a revision process. This is so that it can resolve
the bluetooth connectivity issues that plagued all of the field trials, and the
issues related to battery life. This needs further analysis of the circuit to know
why this is happening and the fixes need to be implemented, so that battery life
can be improved significantly and by reducing bluetooth disconnections it will
reduce the number one cause of user frustration with the device which is being
forced to open the case and jiggle the batteries.

7.2 Recommendations for the Application:

The application also has areas that it could be improved upon, from the analysis
above using a dead reckoning style strategy would be more accurate than the
current strategy which is only adequate. Another area that would immensely
improve the flexibility of the application is to remove the list of device id’s
and their corresponding mac addresses from the application itself and instead
have it on the server. The application can download the list as necessary. This
will allow future updates to the list to be made at one place and the updates
will flow through to every application. This will improve the scalability of the
application.

7.3 Recommended Field Trials:

The system is working, and has been demonstrated to be accurate. The next
step is to see if there is a way to predict pollution data. From the earlier field tri-
als there is a link between congestion and carbon monoxide pollution. Therefore
this needs to be investigated by running more field trials in similar conditions.
The suggestion is to compare peak hour traffic as it will have a similar form
over 5 days of the week and it has a high level of congestion suggesting it will
record values above the 5ppm limit set by the commercial meter and thereby
avoiding the issue of data bouncing.
8 Conclusion:

This thesis began as an attempt to build a mobile application to seamlessly interface a pollution monitoring device and a server. However it grew to encompass testing not only the application but also the system and the trials that were run suggested that the system was working well and the analysis of the components of the system found issues that were hidden away by the overall system view.

The application can be declared a success, it has managed to meet the requirements of a good user interface and it provides the user with pollution data in a intuitive and non-intrusive way. It also managed to achieve the seamless interconnect between the monitor and server while providing timestamps and geotags even when no GPS signals were present and it managed to handle drop outs in the network.

The field trials established that the system functioned accurately and was as accurate as the commercial meter. It also established that pollution is localised both in the spatial and temporal dimensions. However it left open the tantalising possibility that pollution is a direct function of congestion and as such could be predicted based on that fact.

In the analysis section, shortcomings of the various sub-systems were found and these imposed hard limits for the current systems, but on the positive side they provided concrete areas in which improvements could be made thus being an integral contribution to the Haze Watch project.

Ultimately with reference to the aims of my thesis I have been successful in what I set out to achieve.
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Hi Vishnu,

I am not sure if you are familiar with the board design but I was having a closer look at the Bluetooth module and I notice that there don’t appear to be as many connections to the chip as I used on my design. I have a suspicion that this would be the cause for the connection errors and any other Bluetooth problems you experience. I tried connecting to the device today and still can’t get it to connect.

I know when I was designing the board there were a few connections I originally missed (from memory CTS or RTS pins). I was still able to connect to the device and get it working, but I was experiencing similar problems and it wouldn’t be a very reliable process. After connecting those pins up, it significantly improved the performance of the Bluetooth. It might be worth investigating this. You may even be able to make a small modification with these boards (maybe just run a small wire between pins). But it would be worth checking my PCB layout and the one for this design.

Any tips you have for connecting the phone and the device as well?
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Pollution Monitoring Device Battery Life:

Abstract:

The battery life of the device using Varta AAA batteries is 56 hrs assuming a 5V cut off. Unfortunately this does not hold true, leading to the following issue that the device continues to work at values below 5V and the calibration equations cannot hold true. Hence the values reported at any time after 56 hrs is incorrect. Further this issue led to test the 3.3V linear regulator and it was found that this does not work as expected and outputs a voltage of 4.6V at 5V input which exceeds the maximum voltage supply of the bluetooth module at 3.7V. This issues need to be addressed.

Introduction:

As requested I undertook to measure the battery life of the device to ascertain how long the device would function before batteries would need to be replaced. As such this is a short report on the results of this test.

Hypothesis:

It was expected that the device would function until the voltage dropped below 5V, as per Matthew Kelly's thesis, "As soon as the battery voltage is less than the target voltage the device ceases to output the target voltage" (Kelly, 2008). Also from the thesis, it is conservatively estimated that battery life will be 2-3 hrs, however a note that suggests that battery life is well in excess of this estimate. From speaking to James V, it is estimated that the battery life will be approximately around 20hrs as the previous device had a battery life in that range.

Method:

The method used to set up the test is as follows. A device is set up with fresh batteries and a measure of the voltage across the power supply is taken at regular intervals. This process is kept up until the device stops transmitting from the block diagram this can be identified as when the green LED turns off.

Figure 1: Power Diagram of a wireless Sensor Board (Kelly, 2012)
To check this assumption the android application can be used to connect to the device and see if it
receives data.

Ideally this process would be repeated with multiple devices using multiple brands of AAA batteries.

Results:

The results for this experiment are displayed below in the table. This has also been plotted on a
graph.

<table>
<thead>
<tr>
<th>Time (hrs)</th>
<th>Voltage (V)</th>
<th>Time (hrs)</th>
<th>Voltage (V)</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>6.34</td>
<td>30.5</td>
<td>5.94</td>
</tr>
<tr>
<td>1</td>
<td>6.15</td>
<td>31</td>
<td>5.92</td>
</tr>
<tr>
<td>1.5</td>
<td>6.05</td>
<td>32.5</td>
<td>5.89</td>
</tr>
<tr>
<td>2</td>
<td>6</td>
<td>33</td>
<td>5.86</td>
</tr>
<tr>
<td>2.5</td>
<td>5.98</td>
<td>33.5</td>
<td>5.84</td>
</tr>
<tr>
<td>3</td>
<td>5.94</td>
<td>34.5</td>
<td>5.81</td>
</tr>
<tr>
<td>3.5</td>
<td>5.92</td>
<td>35.5</td>
<td>5.80</td>
</tr>
<tr>
<td>4</td>
<td>5.89</td>
<td>36.5</td>
<td>5.73</td>
</tr>
<tr>
<td>4.5</td>
<td>5.86</td>
<td>42.5</td>
<td>5.74</td>
</tr>
<tr>
<td>5</td>
<td>5.84</td>
<td>45.5</td>
<td>0.00</td>
</tr>
<tr>
<td>5.5</td>
<td>5.81</td>
<td>54</td>
<td>5.72</td>
</tr>
<tr>
<td>6</td>
<td>5.8</td>
<td>56</td>
<td>0.00</td>
</tr>
<tr>
<td>6.5</td>
<td>5.73</td>
<td>57</td>
<td>5.70</td>
</tr>
<tr>
<td>7</td>
<td>5.74</td>
<td>58</td>
<td>0.00</td>
</tr>
<tr>
<td>8</td>
<td>5.72</td>
<td>59.5</td>
<td>5.67</td>
</tr>
<tr>
<td>9</td>
<td>0</td>
<td>61</td>
<td>0.00</td>
</tr>
<tr>
<td>10</td>
<td>5.67</td>
<td>73</td>
<td>5.66</td>
</tr>
<tr>
<td>11</td>
<td>5.66</td>
<td>75.5</td>
<td>0.00</td>
</tr>
<tr>
<td>12</td>
<td>5.63</td>
<td>77</td>
<td>5.63</td>
</tr>
<tr>
<td>18.5</td>
<td>5.50</td>
<td>78.5</td>
<td>5.50</td>
</tr>
</tbody>
</table>
From the data above the predicted life according as per the details provided by Matthew Kelly is approximately 56 hrs far in excess of the 20 hrs predicted based upon a previous system.
The data gathering has 4 periods where no data was gathered for a period of more than 3 hours, this occurred during the night.

**Analysis:**

From the data above the predicted life according as per the details provided by Matthew Kelly is approximately 56 hrs far in excess of the 20 hrs predicted based upon a previous system.

Even though it was possible to calculate the battery life of the device there has been an unexpected development. The assumptions originally made that the green LED will turn off has not held. To test if the system was working, the android application was used and it was found the system was still working and was continually transmitting data.

The root of this problem can be traced back to the linear regulator which instead of blocking the lower voltages, continues to output it. This means that there will be an error with the Reference Voltage and hence the calibration equations cannot be applied, when the voltage drops below 5V.

It was during this stage that another issue was found the 3.3V linear regulator is not functioning properly in two of the devices that I tested. In both cases it output 4.6V, considering that it is of a similar type to the first linear regulator it can be assumed that the device will continue to function until it reaches 2.7V the minimum level required by the bluetooth module to transmit. It should also be noted that the 4.6V exceeds the maximum allowable supply voltage of the bluetooth module which increases the likelihood of burning out the module.

Taking this into consideration it seemed necessary to find the maximum error. As such the calibration equations were used with Vref being set at 2.5V and 1.35V the worst case where the module will have enough power to transmit, and the analogue circuit will continue to operate.

![Figure 3: Difference in PPM readout due to supply voltage change](image)

From the above diagram the error grows with each division. These divisions are equal to the levels of quantisation as outputted from the device to the android application. From the data analysis it can be
seen that the minimum error is 0% while the maximum error is at 46%. However the error percentages increase in a logarithmic fashion as displayed by the graph. Hence at a low output voltage (low PPM) the error will change rapidly while at high PPMs the error will be a constant.

![Graph: %Error vs. Normalised Output Level](image)

**Figure 4: Percentage error vs. Voltage Quantisation**

**Conclusion:**

From the information above it can be concluded the device has an effective battery life of about 56 hrs, using Varta AAA batteries. This may vary with different quality batteries. However it should strongly be noted that that the device has a significant flaw where it will continue to operate below the threshold of 5V. This can lead to incorrect readings being sent to the server and even at low voltages significantly wrong readings can be made. Hence this flaw needs to be addressed.